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**CSC 521 Section 901**

**Monte Carlo Algorithms Final Project**

**Problem 1**

**Approach, Methodology, and Solutions**

**General Approach:**

The primary assignment is to take data of losses from two plants over four years in order to model the distribution of losses of the individual plants, and their daily frequencies of loss over one year.

The explanation has also been given that the time between losses for both of two plants follow an exponential distribution, and that the log of the two plants’ losses follows a gaussian distribution (i.e. lognormal). This will allow me to model the simulation without relying on resampling or having to determine the distribution beforehand.

Initially, the data must be extracted and processed in python to determine the basic information about the data, including the sample means and standard deviations of the loss events and when they have occurred for each plant. From this information, the data can be modeled by pseudo-random number generators that use the information as parameters. The exponential distribution of time uses the mean represented by lambda, while the gaussian distribution of the log loss amounts uses the mean and standard deviation represented by mu and sigma. These pseudo-random number generators should be run twice, once for plant A, and once for plant B, as the distribution of losses and time between losses are independent for both plants.

Once the data has been modeled and the PRNGs are programmed to use the modeled parameters, the rest of the process is relatively simple. The simulate\_once() function is created in order to simulate one year of losses for both plants, in this case scaled to 365 days since the rate of loss is based on days per year. The simulation runs 365 days of randomly generated losses (or no losses if the exponential random variable generates outside the parameter to record a loss). Whenever the event of a loss is recorded, it also records a loss amount from the gaussian random number generator. Once the programmed “timer” falls outside 365 days, the simulation stops, aggregates the results, and generates the total estimated yearly loss for the company.

The simulate\_many() function is programmed to take the simulate\_once() function, run the simulation over a selected amount of iterations, and produce an estimated mean of the results (in this particular case, with a relative precision of 10%). The simulate\_many() function also has a bootstrap function that produces error intervals for the estimated mean.

Once the ability to run a simulate\_once() multiple times is achieved, the company can determine how to budget for a percentage of yearly losses (specifically 90%) by running and recording the simulate\_once() multiple times. The 90th percentile of the recorded results will produce the estimated 90% of total losses that the company could be subject to, therefore also being the amount that should be budgeted for to cover 90% of losses in a year.

**Parameter extraction Methodology and Solutions:**

To model the simulation I must first learn the parameters via python to model for the simulate\_once() function. To do so, I needed to code for which losses occurred in which year for which plant, as well as using logarithms and some other simple math to extract the means and standard deviations for the distributions of time and loss for both Plant A and Plant B.

The average number of accidents per year in plant A:

**33**

The average number of accidents per year in plant B:

**39**

The average loss per accident in plant A:

**$17,470.155555555557**

The average loss per accident in plant B:

**$2,022.9615384615386**

The average loss in total per year in plan A:

**$589,617.75**

The average loss in total per year in plan B:

**$78,895.50**

The average log loss per accident in plant A:

**9.146099829385644**

The average log loss per accident in plant B:

**6.95909167211235**

The standard deviation of log loss per accident in plant A:

**1.061510583198764**

The standard deviation of log loss per accident in plant B:

**1.133381024878168**

From the results above, and from the instructions information, we know that the distribution of time between losses for Plant A are exponential with a lambda parameter of 33/365 (scaling the rate of accidents per day), while Plant B has an exponential distribution of time between losses with a lambda parameter of 39/365. We also yield results for the distribution of losses for Plant A, which is lognormal with a mean of 9.146099829385644 and a sigma of 1.061510583198764, While Plant B’s distribution of losses is lognormal with a mean of 6.95909167211235 and a sigma of 1.133381024878168.

Mapping these parameters will help to simulate loss daily occurrences for each plant over a year.

**Simulate\_once() Methodology and Solutions:**

In order to implement a simulate\_once() that simulates one year of losses for both plants, I entered into the function the parameters of log losses (mu and sigma) as well as the time parameters(lambda) of both individual plants independently. Once this was done, I modeled the time between losses of the two plants as random.expovariate(lambda) and the losses as exp(random.gaussian(mu,sigma)). The exp() function transforms the modeled log loss back into loss.

The modeled random variables are then looped for a virtual 365 days. In this loop, if the time iteration was within the randomly generated time variable, I recorded and aggregated a loss that is randomly generated from the gaussian variable. This is done independently for each plant.

Each simulate once obviously gives a slightly different answer, but in one iteration the total loss from both plants gives **$665,119**, which is very similar to the sum of the average total loss of the two plants. Below is two histograms of the distribution of losses of both plants from the simulate\_once() output.

Loss from Plant A
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Loss from Plant B

![C:\Users\guy.dor\AppData\Local\Microsoft\Windows\INetCache\Content.Word\simulated_loss_Plant_B.PNG](data:image/png;base64,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)

After aggregating each simulated loss from the two plants for one year (365 days), the program then adds the two loss vectors together. The chart below is a running total of the total loss of both plants over time in a single simulation.

Losses vs Time
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**Simulate\_many() Methodology and Solutions:**

In order to run a simulate\_many() with a relative precision of 10% and using bootstrapping, I implemented the MCEngine from the nlib package and created a class called LossSimulator(MCEngine). This class included the simulate\_once() function and iterated 5000 simulations. With a relative precision of 10%, it produced the result below:

**(588034.2067844407, 635101.8950825462, 686214.3608994514)**

This result means that with a relative precision of 10%, the average yearly total loss is **$635,101.90** with a bootstrap interval between **$588,034.21** and **$686,214.36**. Once again, the average is consistent with the sum of yearly average loss from both plants.

**Budgeting for loss Methodology and Solution:**

To determine how much should the company budget to make sure that it can cover these losses in 90% of the simulated scenarios, I simply ran the simulate\_once() 100 times and appended the aggregated yearly losses to a vector. After sorting the vector, and looking up the vector value at index 90, I received a result of **$773,442.95**. This result suggests that to cover 90% of losses, the company should budget $773,442.95 per year.

**Appendix**

```python

import csv

import math

from nlib import \*

import random

from math import exp, log

import datetime

```

```python

import os

os.getcwd()

```

'C:\\Users\\guy.dor\\Documents\\CSC 521'

```python

filename = 'accidents.csv'

history = []

log\_loss = []

Ahist=[]

Bhist=[]

Aplant=[]

Aday=[]

Ayear=[]

Aloss=[]

Alog\_loss=[]

Bplant=[]

Bday=[]

Byear=[]

Bloss=[]

Blog\_loss=[]

with open(filename) as myfile:

reader = csv.reader(myfile)

header = ['Plant','Day','Loss']

rows = [dict(zip(header,row)) for row in reader]

rows.reverse()

for k,row in enumerate(rows):

plant = row['Plant']

day = int(row['Day'])

loss = float(row['Loss'])

log\_loss = math.log(loss)

if 0<day<=365:

year=1

elif 366<day<=730:

year=2

elif 730<day<=1095:

year=3

elif day>1095:

year=4

history.append([plant, day, year, loss, log\_loss])

if plant=='A':

Ahist.append([plant, day, loss, log\_loss])

Aplant.append(plant)

Aday.append(day)

Ayear.append(year)

Aloss.append(loss)

Alog\_loss.append(log\_loss)

else:

Bhist.append([plant, day, loss, log\_loss])

Bplant.append(plant)

Bday.append(day)

Byear.append(year)

Bloss.append(loss)

Blog\_loss.append(log\_loss)

print plant, day, year, loss, log\_loss

```

B 1462 4 3626.0 8.19588539131

A 1455 4 11561.0 9.35539264368

A 1453 4 34881.0 10.4596975473

B 1452 4 1718.0 7.44891610254

B 1449 4 1904.0 7.55171221535

A 1443 4 9923.0 9.20261057391

B 1441 4 1218.0 7.10496544827

A 1440 4 4400.0 8.38935981991

A 1430 4 2767.0 7.92551897979

………………………………………………………………………………………

```python

#Average number of acidents/year in plant A

def accidents\_in\_year(n,plant):

accidents=0

for i in plant:

if i==n:

accidents+=1

return accidents

(accidents\_in\_year(1, Ayear)

+accidents\_in\_year(2, Ayear)

+accidents\_in\_year(3, Ayear)

+accidents\_in\_year(4, Ayear))/4

```

33

```python

#Average number of acidents/year in plant B

(accidents\_in\_year(1, Byear)

+accidents\_in\_year(2, Byear)

+accidents\_in\_year(3, Byear)

+accidents\_in\_year(4, Byear))/4

```

39

```python

#Average loss per accident in plant A

def Expected(val):

r=float(sum(val))/len(val)

return r

Expected(Aloss)

```

17470.155555555557

```python

#Average loss per accident in plant B

Expected(Bloss)

```

2022.9615384615386

```python

#Average Total loss per year in plant A

Expected(Aloss)\*len(Ahist)/4

```

589617.75

```python

#Average Total loss per year in plant B

Expected(Bloss)\*len(Bhist)/4

```

78895.5

```python

#Average Log loss per accident in plant A

Expected(Alog\_loss)

```

9.146099829385644

```python

#Average Log loss per accident in plant B

Expected(Blog\_loss)

```

6.95909167211235

```python

#Standard Deviation of Log loss per accident in plant A

sd(Alog\_loss)

```

1.061510583198764

```python

#Standard Deviation of Log loss per accident in plant A

sd(Blog\_loss)

```

1.133381024878168

```python

#Simulate once for one year of losses for plants A and B

def simulate\_once():

N = 1

max\_time = 365 # 1 year

xm\_a = 9.146099829385644 # mu of log loss A

sd\_a = 1.061510583198764 # sd of log loss A

lamb\_a = float(33)/365 # accidents per day

xm\_b = 6.95909167211235 # mu of log loss B

sd\_b = 1.133381024878168 # sd of log loss B

lamb\_b = float(39)/365 # accidents per day

time = [0.0] \* N

ta = 0 # timer for loss at plant A

tb = 0 # timer for loss at plant B

sima=0 # Loss aggregator for plant A

va=[]

simb=0 # Loss aggregator for plant A

vb=[]

hista=[]

histb=[]

while True:

ta = ta + random.expovariate(lamb\_a) # time between losses~exponential dist for plant A with lambda=lamb\_a

if ta > max\_time: break

for k in range(N):

if time[k] <= ta:

rva=(exp(random.gauss(xm\_a,sd\_a))) # Log Loss for A~N(xm\_a,sd\_a). exp() transforms log of Loss into Loss

sima+=rva

va.append(rva)

hista.append(sima)

else:

sima+=(0)

va.append(0)

hista.append(0)

while True:

tb = tb + random.expovariate(lamb\_b) # time between losses~exponential dist for plant B with lambda=lamb\_b

if tb > max\_time: break

for k in range(N):

if time[k] <= tb:

rvb=(exp(random.gauss(xm\_b,sd\_b))) # Log Loss for B~N(xm\_b,sd\_b). exp() transforms log of Loss into Loss

simb+=rvb

vb.append(rvb)

histb.append(simb)

else:

sima+=(0)

va.append(0)

hista.append(0)

total\_hist=[]

th=list(map(sum,zip(hista,histb)))

for i in th:

total\_hist.append(((th.index(i)),(i)))

Canvas().plot(total\_hist).save('Loss\_Timeplot.png')

Canvas().hist(va).save('simulated\_loss\_Plant\_A.png')

Canvas().hist(vb).save('simulated\_loss\_Plant\_B.png')

return (sima+simb)

simulate\_once()

```

665118.599115779

```python

#Simulate many for one year of losses for plants A and B

class LossSimulator(MCEngine):

def \_\_init\_\_(self, N):

self.N = N

def simulate\_once(self):

N = self.N

max\_time = 365 # 1 year

xm\_a = 9.146099829385644 # mu of log loss A

sd\_a = 1.061510583198764 # sd of log loss A

lamb\_a = float(33)/365 # accidents per day

xm\_b = 6.95909167211235 # mu of log loss B

sd\_b = 1.133381024878168 # sd of log loss B

lamb\_b = float(39)/365 # accidents per day

time = [0.0] \* N

ta = 0 # timer for loss at plant A

tb = 0 # timer for loss at plant B

sima=0 # Loss aggregator for plant A

simb=0 # Loss aggregator for plant A

while True:

ta = ta + random.expovariate(lamb\_a) # time between losses~exponential dist for plant A with lambda=lamb\_a

if ta > max\_time: break

for k in range(N):

if time[k] <= ta:

sima+=(exp(random.gauss(xm\_a,sd\_a))) # Log Loss for A~N(xm\_a,sd\_a). exp() transforms log of Loss into Loss

else:

sima+=(0)

while True:

tb = tb + random.expovariate(lamb\_b) # time between losses~exponential dist for plant B with lambda=lamb\_b

if tb > max\_time: break

for k in range(N):

if time[k] <= tb:

simb+=(exp(random.gauss(xm\_b,sd\_b))) # Log Loss for B~N(xm\_b,sd\_b). exp() transforms log of Loss into Loss

else:

simb+=(0)

return (sima+simb)/N

sim=LossSimulator(5000)

print sim.simulate\_many(rp=.1)

```

(588034.2067844407, 635101.8950825462, 686214.3608994514)

```python

# find 90% coverage of loss

v = []

for i in range(100):

v.append(sim.simulate\_once())

v.sort()

print v[90]

```

773442.953903